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Abstract: Context Resource leak occurs when a developer does not correctly release the resources acquired 

(e.g., camera and sensors) by the mobile application. This error can lead to performance degradation or 

crashes. Objective To identify, analyze, and synthesize categories of leak causes. Method A systematic mapping 

study on resource leak in applications was carried out based on a collection of 57 papers (from the 1760 

papers). Results We identified 10 categories of leak causes, and some observed trends were derived, for 

example, in terms of types of research and types of resources. In addition, an opinion survey with developers 

was carried out in order to assess the perceived relevance of the 10 categories of leak causes identified in the 

mapping. Conclusions The results show categories of leak causes in applications that can serve as a guide to 

areas that require more attention from developers and the research community. 
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I. Introduction 

Mobile devices have become an important part of the daily lives of many people around the world. The 

number of smartphone subscriptions worldwide is expected to surpass 7.2 billion in 2024 and that number is 

expected to grow in coming years [1]. In 2023, users downloaded nearly 257 billion mobile applications on their 

devices, compared to 

104.7 billion in 2016 [2]. The growth in the number of devices with different configurations presents 

numerous challenges for the correction and good performance of the applications. This is because, in addition to 

the traditional defects, there are defects related to the use of the limited resources of the devices. 

Mobile devices have several resources such as microphone, GPS, memory, camera, NFC (Near Field 

Communication), sensors, and bluetooth. When developers do not correctly manage these resources in their 

applications, for example, not releasing the resource after its use, it may cause a failure known as resource leak. 

This error may lead to crashes, poor responsiveness, unnecessary battery consumption, and overall negative user 

experience [3]. 

This paper aims to explore and synthesize categories of leak causes in mobile applica- tions. For this 

purpose, a systematic mapping study was carried out, where 1760 papers (primary studies) were analyzed. After 

the first and second filters, 57 papers remained, which were synthesized based on 5 facets, including types of 

contributions, of research, of resource leakage that the study can identify, the categories of causes of resource 

leaks, and the input artifact. To analyze the relevance of the 10 categories of causes of resource leak identified 

in the mapping, we conducted an opinion survey with developers. The 6 categories perceived as the most 

relevant and a new category were identified. Main contributions of this work is the identification and 

evaluation of categories of causes of resource leaks in mobile applications. 

 

The remainder of this paper is organized as follows: related works are presented in Section 2. 

Section 3 provides an overview of the basics of resource leaks in mobile applications. Section 4 details the main 

procedures we followed to carry out a systematic mapping study, as well as showing the results obtained. 

Section 5 presents the planning, execution and results of the survey with the developers. Finally, Section 6 

presents the conclusion and future work. 
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II. Related Works 

There are different research studies on resource leaks. This section will show some of the recent research. 

[4] present 11 categories of memory leaks in C programs from the perspectives of heap memory behavior and 

program structures. As well, they designed and implemented a standards-based system for generating a set of 

program data called HPMD (Heap Program Memory Dataset) that contains a variety of memory leaks. 

Memory leaks were the subject of research by [5], who carried out a systematic map- ping study over a 

stipulated period of 35 years, from which 105 papers were selected. Among the results, we highlight the 3 types 

of memory leak detection techniques found: Dynamic, Static and Dyn-stat, which is a technique that implements 

the 2 previous char- acteristics. The types of studies detected were analytical, empirical and hybrid, the latter 

being the most used throughout the research period. The authors also listed the motivations and areas related to the 

study of the subject in categories, evidencing the search for new algorithms and areas related to Computer 

Science. 

[6] analyze different types of power leaks in Android apps and how these leaks affect device power 

consumption. As well as discussing how these energy leaks can be avoided in the development phase. 

[7] discuss static analysis methods for memory leak detection in C and C++ languages. They noted that 

these methods often have two stages. First, they use different types of graphs to find memory leaks faster but 

less accurately. Then, for detected cases, they use path-sensitive analysis to increase accuracy. The authors also 

listed 9 methods to detect the leaks, namely, SMOKE, PCA, SVF, Pinpoint, Sparrow, Fastcheck, CSA, PML 

Checker and Infer. Each method has its characteristics and applicability, which were individually tested to find 

bugs, where false positive and false negative results were found. As a result, SMOKE and CSA have the best false 

positive rate for C language, CSA has the best false positive for C++ language. As for false negatives, it was 

mentioned that SMOKE and PCA were better in C and SMOKE for C++. 

Our paper differs from related works because it carried out a systematic mapping in order to identify categories 

of leak causes in mobile applications. 

 

III. Resource Leak in Mobile Applications 

Resource leak is caused when an application does not release resources that it acquired during its execution 

[8]. Properly managing resources is not a trivial task for developers [9]. This becomes more significant as the 

capabilities of Android devices and the complexity of their software continue to grow rapidly. This growth 

presents significant challenges for the software correctness and performance [10]. For a better understanding, 

14 types of resources were identified, based on the systematic mapping performed. Below are some examples of 

resources and types. 

Concurrency: are the classes of resources that allow the execution of tasks in an interleaved way in the same 

time interval. Some examples of classes of this type of resource are: java.lang.Thread, 

java.util.concurrent.Semaphore and android.os.Binder. 

Connectivity: are the resource classes related to connecting to other devices, for example, bluetooth 

(android.bluetooth.BluetoothAdapter), USB (android.hardware.usb) and Wifi (android.net.wifi.WifiManager). 

Database: are resource classes that manipulate application data, such as android 

.database.DatabaseUtils and android.database.sqlite.SQLiteDatabase.Cursor. 

 

Files: are resource classes related to writing and reading files, for example, java.io.InputStream, java.util.Scanner 

and java.io.FileOutputStream. 

Localization: are the resource classes that manipulate the user’s location, for exam- ple, 

android.location.LocationProvider, android.location.LocationListener and android.location 

.LocationManager. 

Memory: are the resource classes related to memory consumption, for example, 

android.app.Activity, android.app.Fragment and android.content.Context. 

Multimedia: are the classes of resources that manipulate the device media, for exam- ple, 

android.media.MediaPlayer, android.media.AudioManager and android.hardware.Camera. 

Network: are the classes of resources related to internet connection, for example, org 

.apache.http.impl.client.AndroidHttpClient, java.net.Socket and java.net.Network. 

Screen: are the classes of resources that relate to what is displayed on the user’s screen, for example, 

android.view.MotionEvent, android.text.TextUtils and android.appwidget. 

Security: are the resource classes that deal with application security, for example, the package classes 

android.security. 

Sensor: are the resource classes related to the device’s sensors, for example, android 

.hardware.SensorManager, android.hardware.Sensor and android.os.Vibrator. 

Service: are the classes of resources that help the application run as a service, for example, 

android.app.Service. 
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WakeLock: are the resource classes that help the application to run even with the cell phone blocked, for 

example, the class android.os.PowerManager.WakeLock. 

Energy: are the resources related to power consumption. 

Unfortunately, resource management bugs are common in Android programs [11]. It should be noted that, in 

addition to the traditional defects, it is also important to consider defects that cause excessive consumption of the 

limited resources available on mobile devices [10], such as media players, memory, camera and sensors. An 

advantage would be, if developers understood all the relevant API contracts, but even the most experienced de- 

velopers may fail to free up all resources over the term of all possible invocation sequences from event handlers 

[11]. 

 

IV. Systematic Mapping 

In the technical literature, no analysis was found on this topic, so it was decided to perform this Systematic 

Mapping Study (SMS), which was conducted according to the guidelines outlined in [12] and [13]. The SMS is 

composed of the following main steps: 

• Definition of research questions; 

• Identification of studies; 

• Definition of data extraction strategy; 

• Execution of systematic mapping. 

 

4.1 Methods 

4.1.1 Goal and Research Questions 

The objective of this study is to identify, analyze, and synthesize categories of leak causes in scientific 

publications related to the identification of resource leaks in mobile applications. Based on the research 

objective, the main research question (RQ 1) was formulated. To extract detailed information, the question was 

divided into several sub- questions, as described below. 

RQ 1 - systematic mapping: What is the space for research of the technical literature in identifying resource leak 

in mobile applications? To answer this question, the following research subquestions have been proposed: 

RQ 1.1 - contribution types: How many papers present methods/techniques, tools, models, metrics, or 

processes for identifying resource leaks? The SMS guidance document described in [14] proposes the types of 

contributions mentioned above. The response to this RQ will allow us to assess whether the community, as a 

whole, was more focused on developing new identification techniques or more focused on developing new 

identification tools; 

RQ 1.2 - research types: What types of research are used in studies in this area? The SMS guidance document 

described in [14] proposes the following types of research: solution proposal, validation research, evaluation 

research, and experience reports. The logic behind this RQ is to understand the maturity of the field in the use of 

empirical approaches; 

RQ 1.3 - resource types: What types of resources are identified as having leaks? Some papers detect a leak in only 

one resource, such as WakeLock. Others detect in various resources like camera, sensor and location; 

RQ 1.4 – category of leak causes: What are the categories of leak causes? This RQ helps understand the 

causes of resource leak; 

RQ 1.5 - input artifact: Which artifact do methods/techniques receive as input? Some examples of input artifacts 

are apk, source code, and running application. 

 

4.1.2 Identification of Studies 

The search string was modeled after the PICO analytical structure (Population, Inter- vention, Comparison and 

Outcomes), according to the recommendations described by [12]. In order to improve the string, 8 control papers 

[3,11,15–20] were used, with keyword synonyms identified. Execution cycles of the search string for 

refinements in the Scopus1 digital library were also carried out. The referred string is shown in Table 1. 
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Table 1. The string in the PICO structure for the mapping study performed 

 

The search for studies, using the string, was carried out in the following digital libraries: Scopus, IEEE Xplore2, 

Science Direct3, Engineering Village4, Web of Science5 e ACM DL6. These digital libraries were selected 

based on the experience report by [12]. The studies returned by the digital libraries will be evaluated and/or 

analyzed only if they meet all the inclusion criteria, which are: 

 Studies related to the identification of resource leaks in mobile applications; 

 Papers available on the web or by contacting the authors. The following exclusion criteria are used: 

 Non-English papers; 

 Duplicate papers. 

 

1 https://www.scopus.com/search/form.uri?display=basic 

2 https://ieeexplore.ieee.org/Xplore/home.jsp 

3 https://www.sciencedirect.com/ 

4 https://www.engineeringvillage.com/search/quick.url 

5 http://www.webofknowledge.com 

6  https://dl.acm.org 

 

4.1.3 Classification Scheme 

A classification scheme is derived from a careful analysis of the primary studies in order to help with 

the categorization of papers. The classification for RQ 1.1 was based on [21], where a framework is a detailed 

method that has a wide purpose and focuses on multiple questions or areas of research, a method usually has a 

more specific goal and a narrow research question or purpose, a model provides an abstract classification or 

model of a topic and problem, rather than a specific, tangible way to solve a specific problem, the tool is when 

the study provides a tool, evaluation which includes papers that evaluate an already published concept and do 

not introduce new concepts or solutions, the metric provides guidelines on how to measure aspects of the 

application. The database category was also added, which refers to an organized collection of information 

composed of related records. 

RQ 1.2 (types of research) was organized according to [14], where papers that have only examples and 

a good line of argument are categorized as Solution Proposal; papers whose techniques have not yet been 

implemented in practice, that is, only with experiments carried out in laboratory are classified as Validation 

Research; if the technique is implemented in practice and has a technical evaluation showing how the study was 

conducted, what are the benefits and disadvantages (including the identification of problems in the industry), it is 

classified as Evaluation Research; papers that only report applications or experiences in practice, based on the 

author’s personal experience, are classified as Experience Reports. 

RQ 1.3 (resource types) was structured in 14 resource types (concurrency, connectiv- ity, database, 

files, localization, memory, multimedia, network, screen, security, sensor, service, wakeLock, energy) based on 

[9–11], which are described in Section 3. 

For the construction of the RQ 1.4 classification scheme, an initial version was created from the control 

studies, then evolved during data extraction, through the extracted at- tributes and iterative refinement steps. 

Adding new categories or merging existing ones. Therefore, the following 10 categories were defined: Complete 

leak, Leak on normal paths, Leak on exceptional paths, Leak on irregular paths, Leak caused by race condition, 

Leak caused by unused resource, Leak caused by complex application lifecycle, Leak caused by improper 

http://www.scopus.com/search/form.uri?display=basic
http://www.sciencedirect.com/
http://www.engineeringvillage.com/search/quick.url
http://www.webofknowledge.com/
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allocation and deallocation, Leak caused by improper resource liberation in loop and Leak caused by Android 

SDK. 

RQ 1.5 (input artifacts) was organized into 4 categories: source code referring to the source code of the 

mobile application, APK which is generated when compiling the source code, App in Runtime being the 

application running on the device and UI Test which is a test that simulates the user using the graphical interface 

of the application. 

 

4.1.4 Data Extraction Strategy 

For each selected paper, the necessary data was extracted to answer the research questions proposed for this 

study. The data extracted are described in Table 2. 

 

Table 2. Data Extraction Form 

 
 

4.1.5 Execution of the Systematic Mapping Study 

The search was performed in the selected digital libraries using the string, returning 1760 papers, as shown in the 

Table 3. After that, duplicate papers were removed and filter 1 (selection based on title, abstract and keywords) was 

applied. Then, filter 2 (complete paper analysis) was conducted. In the papers selected in filter 2, the information 

is described in Table 2. The papers remaining after filter 2 were summarized and analyzed. 

 

Table 3. Number of selected papers 
Digital Library Papers Returned 1º Filter 2º Filter 

Scopus 427 25 14 

IEEE Xplore 337 9 1 

Science Direct 34 1 0 

ACM DL 217 13 3 

Web of Science 258 26 13 

Engineering Village 487 48 26 

Total 1760 122 57 

 

4.2 Results of the Systematic Mapping 

The 57 selected papers were published between 2012 and 2024. In Figure 1, it can be seen that in 2013 (second 

year with publications) there was an increase in the number of papers, followed by a decline in the years 2014 

and 2015. It is also noted that the same number of papers published in 2013 was reached in 2018 and was 

increased in 2019. It is worth remembering that the search for papers in digital libraries occurred in July 2024, so it 

is possible that some 2024 papers have not been included. 

 

 
Figure 1. Publications per Year 
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Figure 2 show the number of papers by type of publication location. It can be seen that the majority of authors 

(59.6%) published their papers in conferences, 35.1% in journals and, lastly, 5.3% in workshops. 

To classify the places of publication, the number of papers published in each place was used as a metric. The 

ranking of the main sites with at least two papers is shown in Table 

4. There are nine publication venues on this list: five journals and six conferences, among which are some of the 

main means of publication in the area of software engineering. For example, the two conferences with the most 

articles (three articles, 5.3%) are ICSE and ASE, which are one of the two main events in the area. 

 

 
Figure 2. Publications by location type 

 

Table 4. Main places of publication 

 

Publication Venue Acronym Qty 

International Conference on Software Engineering ICSE 3 

Lecture Notes in Computer Science (including subseries Lec- LNCS 3 

ture Notes in Artificial Intelligence and Lecture Notes in Bioin-   

formatics)   

International Conference on Automated Software Engineering ASE 3 

International Computer Software and Applications Conference COMPSAC 2 

ACM Joint Meeting on European Software Engineering Con- ESEC/FSE 2 

ference and Symposium on the Foundations of Software Engi-   

neering   

IEEE Access IEEE Access 2 

Journal of Computer Science and Technology JCST 2 

International Conference on Mobile Systems, Applications, MobiSys 2 

and Services   

Software - Practice and Experience SPE 2 

IEEE Transactions on Software Engineering TSE 2 

International Symposium on Software Testing and Analysis ISSTA 2 

 

The results obtained from the systematic mapping provide answers for RQ 1: "What is the space for research of 

the technical literature in identifying resource leak in mobile applications?" 

4.2.1 RQ 1.1 - Contribution Types 

Figure 3 shows the distribution by contribution type for all the 57 papers analyzed in this study. Based on their 

contributions, some studies were classified into more than one type. For example, [22] presented two 

contributions: (1) they developed a static analysis technique which encounters inefficiency errors in the use of 

services, and (2) implemented this technique as a tool called ServDroid. Figure 3 also shows that method 

proposing was the item that attracted more publications, with 47 papers (about 82.5%) focused on this aspect. 

Then, about 63.2% of the selected papers (36 of 57) proposed new tools. 

4.2.2 RQ 1.2 - Research Types 

Figure 4 shows the distribution of selected papers by type of research. It can be seen that the papers on the 

identification of resource leak are mostly related to validation research with 26 papers (45.6%), which indicates 

the relatively high level of maturity of that community. Next are the studies that focus on evaluation research with 

19 papers (33.3%), which suggests that the community has a special attention to empirical approaches, such as 

the referred species of research. The surveys that describe proposed solutions total 12 papers (21.1%). 
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Evaluation: [9], [23], [24], [25] 

Tool: [26], [17], [27], [11], [28], [29], [30], [31], [32], [16], [33], [18], [34], [22], [35], [36], [15], 

[37], [38], [10], [19], [20], [39], [40], [41], [42], [43], [44], [45], [8], [46], [47], [48] 

Method: [49], [50], [30], [18], [34], [35], [15], [37], [51], [38], [52], [40], [53], [44], [46], [47], 

[48], [26], [17], [27], [28], [29], [31], [33], [22], [36], [3], [54], [10], [41], [42], [43], [55], [56], 

[45], [8], [57], [11], [32], [58], [19], [59], [60] 

Framework: [16], [20], [39], [61], [62] 

Database: [9], [63], [61], [62], [24], [25], [48] 

Metric: [27] 

Figure 3. Contribution types (see above mentioned references for more information) 

 

 
 

Evaluation Research: [26], [9], [64], [27], [11], [28], [30], [31], [16], [33], [18], [34], [22], [35], 

[36], [15], [19], [20] 

Validation Research: [50], [17], [29], [32], [3], [37], [54], [51], [38], [52], [10], [59], [39], [40], 

[41], [42], [53], [43], [55], [44], [45], [8], [46], [47], [48] 

Solution Proposal: [49], [57], [63], [58], [60], [23], [61], [56], [62], [24], [25] 

Figure 4. Research types (see the references mentioned above for more information) 

 

4.2.3 RQ 1.3 - Resource Types 

During the analysis of the 57 papers, 14 types of resources were identified. These resources are listed in the 

columns of Table 5, where the types of resources identified for each paper are shown. The paper that worked 

with the largest number of resource types was [9] with 9 (64.3%) resources, followed by the work of [11] with 8 

(57.1%) resource types. The type of resource most worked on in the papers was Energy, with 29 (50.9%) papers. 

Then there is the resource WakeLock with 21 (36.8%) papers. 

4.2.4 RQ 1.4 – Category of Leak Causes 

The extracted leak causes from each study were grouped for the purpose of identifying categories, which were 

defined in 10, which are: Complete leak, Leak on normal paths, Leak on exceptional paths, Leak on irregular 
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paths, Leak caused by race condition, Leak caused by unused resource, Leak caused by complex application 

lifecycle, Leak caused by improper allocation and deallocation, Leak caused by improper resource liberation in 

loop and Leak caused by Android SDK. Table 6 shows the list of papers that cited or can identify leaks in the 

mapped categories, where it is possible to see that the most cited category of leak was Leak caused by complex 

application lifecycle with 34 papers (59.6%), followed by the category Leak on normal paths with 22 papers 

(38.6%). Regarding which categories the works could identify the leaks, the work that it is able to find leaks in 

more categories was [26], being able to find in 7 of the 10 categories. Each of the categories of leak will be 

explained below. 

 

Code 1. Exemplo de vazamento completo (com defeito) 

 
 

Complete leak: Developers completely fail to release the resources acquired after their use. For example, in 

Code 1 a code snippet of the application Google Authenticator, where in line 2 an object of type Cursor is 

initialized. In lines 5 and 6, this is used but then it is not released. The code with the correct release of the 

resource, implemented by one of the application’s developers, is shown in Code 2. In this case, the resource 

usage code was placed in the try block and the method call (line 10), which releases the resource, was included in 

the finally clause, so that the even be released both when the code runs without error and when an error occurs. 

 

Code 2. Exemplo de vazamento completo (correto) 
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Table 5. Resource types 
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Table 6. List of papers that cited or can identify leaks in categories 
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Leak on normal paths: Resources are released only in a few paths in the code. For example, Code 3 shows the 

code snippet extracted from the application CSipSimple7, in which the resource in the sipWakeLock object is 

released in line 11. However, if the condition in line 3 is true, the resource will not be released, as there is a 

return statement that ends the execution of the current function. Code 4 shows the code correction implemented 

by the author of the application8, where the resource release statement is implemented within if on line 5, while 

the other release statement remains on line 12. 

 

 

 
 

Leak on exceptional paths: System resources are not released if exceptions occur. For example, in the code 

snippet extracted from the application k-9 mail9, shown in Code 5, there is no release of InputStream in case of 

error. The correct version of the application is implemented in the code shown in Code 610, where the use of the 

resource was placed in the block try and the release of the resource was included in the finally clause, thus 

ensuring the release of the resource, whether an error occurs or not. 
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Source Code: [49], [9], [63], [50], [30], [32], [16], [35], [58], [3], [37], [54], [38], [10], [59], [40], 

[60], [41], [53], [61], [56], [62], [47], [24], [25], [48], [65], [66], [67], [68] 

APK: [26], [64], [17], [11], [28], [33], [18], [34], [22], [36], [15], [51], [9], [37], [42], [23], [53], 

[43], [55], [44], [45], [8], [46], [24] 

App in Runtime: [57], [27], [29], [31], [52], [19], [39] 

UI Test: [32] 

Figure 5. Input artifact 

 

4.3 Discussions 

The main purpose of this systematic mapping was to identify categories of leak causes in mobile applications. 

Currently, to the best of our knowledge, there is no systematic mapping with this objective in this important and 

current area. As a result, a systematic mapping on the area can contribute to software developers by helping them 

understand the categories of leak causes and consequently avoid leaks in their applications. Furthermore, it can 

assist researchers focus their efforts on categories that have not yet been explored much; for example, the Leak 

caused by Android SDK category has only one method that can identify leaks and the Leak caused by improper 

resource release in loop has only four. 

Regarding the most critical categories, we can highlight two, Complete leak and Leak caused by complex 

application lifecycle. The Complete leak category, which is cited by 18 studies (31.6%), is the most critical, as the 

resource is acquired and never released, which means the application will probably present some inconsistency 

due to this leak. The Leak caused by complex application lifecycle, which is cited by 34 studies (59.6%), is the 

second most critical category, as many resources need to be acquired and released in the lifecycle callbacks, as 

these callbacks are called several times during the use of the application and if the developer has not correctly 

implemented acquisition and release in these callbacks, the probability of an application failure is high. 

Regarding the problems that can occur when there is a resource leak, we can mention the following: 

• Huge battery drain according to Naseer et al. [53] and Banerjee et al. [69] can be categorized into 

energy-bugs and energy-hotspots. An application is energy inefficient due to an energy-bug when it prevents the 

device from being idle even after its execution is complete and there is no user activity. An application is energy 

inefficient due to energy-hotspot access in a scenario where the application is running on a device and starts 

consuming a large amount of battery power; 

•  Degradation of usability and responsiveness can happen when a resource becomes partially 
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or completely unavailable to the user, preventing the use of a certain func- tionality of the application and/or 

mobile device [8]; 

 

• Huge memory consumption is when the application allocates resources in the de- vice’s memory and 

does not release them, which can cause a memory overflow, and consequently failure to use the mobile device 

[44]; 

• Performance degradation through the gradual depletion of the finite computational resources of the 

mobile device at runtime, causing slowdowns when using the device and the mobile application [9]; 

• Application crash can occur when the application terminates unexpectedly due to the use of a 

mismanaged resource [43]; 

• Problem in another application can occur when a resource that can only be used in one application at 

a time is not released and another application tries to access it. For example, an application allocates the camera 

and when exiting the application the resource has not been released, so another application tries to use it, but 

cannot use the camera [47]. 

4.4 Threats to Validity 

In this section, the main threats to the validity of systematic mapping are discussed, organized into four 

categories: construct, internal, external, and conclusion. 

Construct validity: a well-defined search string is important for returning consistent results. To minimize this 

threat, a control group of 8 papers related to identifying resource leaks in mobile applications was used. To 

improve the search string, execution cycles of the search string were performed for refinements in Scopus and we 

extracted synonyms of previously identified keywords. 

Internal validity: during the execution of the study, some subjective decisions may be made, such as the selection 

of primary studies and data extraction. To minimize this threat, the inclusion and exclusion criteria informed in the 

planning were followed. As well as the systematic mapping protocol, it was reviewed by researchers with 

extensive experience in Experimental Software Engineering and planning/execution of systematic mappings. 

External validity: it is important that the study can be reproduced. This threat was minimized, due to the 

systematic procedure followed during the mapping study, therefore, it is believed that this study can be repeated. 

Conclusion validity: the results found need to be related to the data extracted from the primary studies. To 

lessen this threat, we included papers references in each of the analyzes that were performed. 

4.5 Conclusions of Systematic Mapping 

This section presented the study of the systematic mapping of scientific publications on the identification of 

resource leaks in mobile applications. In the study, a total of 57 papers published between 2012 and 2024 were 

included. From the analysis of the papers it was possible to identify 10 categories of leak causes, which can help 

developers avoid these problems in their applications. The results also showed 14 types of resources in which the 

papers acted, with the types of resources Energy (50.9%) and WakeLock (36.8%) were the two most explored in 

the papers. In the next section, a study will be presented that will analyze the categories of causes of leaks 

identified in the systematic mapping. 

 

V. Survey with Experts 

In the systematic mapping study previously presented, we extracted 10 categories of causes of leaks in mobile 

applications. In order to validate these categories, an opinion survey was planned whose details are presented 

below. 

5.1 Methods 

5.1.1 Goal 

The objective of this study is outlined from the GQM paradigm (Goal, Question, and Metric) [70], which is 

presented in Table 7. The execution of this opinion poll had as main objective to characterize the relevance of the 

categories of causes of leaks identified in the systematic mapping. 

 

Table 7. Objective of the survey according to the GQM paradigm 

 
 

Leak cause categories Characterize Relevance 

Development profession- als 
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Mobile applications 

 

5.1.2 Research Question 

Based on the objective, the following research question was formulated: 

What is the relevance of each of the categories to represent causes of resources leak for mobile applications? 

Metrics: Likert scale value attributed by the participant and the participant’s weight. 

5.1.3 Instrumentation 

Questions were proposed to the participants in order to identify their profile with regard to their experience with 

resource leaks in mobile applications, in addition to the Free and Informed Consent Term - FICT. In addition, a 

questionnaire was prepared to assess the relevance of the categories of causes of leaks in mobile applications 

according to the research question mentioned in the previous subsection. 

The Likert ordinal scale will be used, offering the options: (0) No relevance, (1) Very low relevance, (2) Low 

relevance, (3) Medium relevance, (4) High relevance and (5) Very high relevance. In addition, there are the 

following open questions: “What is your opinion about the categories presented? Are there any other categories 

of causes of leaks? ”. The evaluation questionnaire is available at: https://drive.google.com/drive/folders/12zC6 

TUQhtm-KU1DGsnfuYvLyzAETfrln. 

 

5.1.4 Procedure for Analysis of Relevance 

To define the level of relevance of each category, the participant’s years of experience and the mobile platforms 

on which he works or worked were based. According to [71] it is necessary to differentiate the responses of the 

participants by associating a weight to each of them, considering, for example, years of experience. The weight of 

each participant for this study is calculated according to Equation 1. 

 

 
 

After this step, the values will be sorted in descending order. The most relevant categories will be those whose 

variable Relevance(c) has the highest values. 

 

5.1.5 Study Execution 

To participate in this study, developers with experience in resource leakages in mobile applications were invited. 

The developer base was obtained from a search on the social network Linkedin24, as well as in development 

communities on Facebook25. To participate in the study, the professionals had to express interest, agreeing with 

a Free and Informed Consent Term and, after that, answered the proposed questionnaire. 

The questionnaire was active for a period of 2 months and 12 days. The form, which was sent to 147 developers, 

received responses from 22 of them, reaching an 81% confidence level in the number of participants, according to 

the formula of [72] and a response rate of 15%. 

 

 

 

 

 

 

https://drive.google.com/drive/folders/12zC6TUQhtm-KU1DGsnfuYvLyzAETfrln
https://drive.google.com/drive/folders/12zC6TUQhtm-KU1DGsnfuYvLyzAETfrln
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Table 8. Opinion Survey participants 

 

ID Platforms Years of Ex- 

perience 

Country Weight 

P01 Android 4 Pakistan 2 

P02 Android, 5 India 3,25 

 iOS    

P03 Android 6 India 2,5 

P04 Android, 5 Brazil 3,25 

 iOS    

P05 Android, 2 Brazil 2,5 

 iOS    

P06 Windows 7 Brazil 2,75 

P07 Android, 6 Brazil 3,5 

 iOS    

P08 Android 5 Pakistan 2,25 

P09 Android 2 Brazil 1,5 

P10 Android, 2 Brazil 2,5 

 iOS    

P11 Android 3 Brazil 1,75 

P12 Android 3 Brazil 1,75 

P13 Android 3 Brazil 1,75 

P14 Android, 8 Brazil 4 

 iOS    

P15 Android 4 Brazil 2 

P16 Android, 10 Brazil 4,5 

 Windows    

P17 Android, 5 Brazil 3,25 

 iOS    

P18 Android, 1 Brazil 2,25 

 iOS    

P19 Android, 4 Brazil 3 

 iOS    

P20 Android 1 Brazil 1,25 

P21 Android 5 Brazil 2,25 

P22 Android, 2 Brazil 2,5 

 iOS    

 

24 http://linkedin.com 

25  https://www.facebook.com 

 

Due to privacy concerns, the personal data of the participants will not be presented. Table 8 presents the 

characterization information of the developers, including the weight already calculated for each one. It can be 

seen that they work or have worked on at least one of the following platforms: Android, iOS or Windows. 

Participants also live in different countries like Brazil, India or Pakistan. The median time of experience with 

resource leaks in mobile applications from the developers in this study is 4 years. 

 

 

 

 

 

 

 

 

 

 

http://linkedin.com/
http://www.facebook.com/
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Table 9. Relevance of leak categories Results Analysis 

 
 

The data obtained, according to the opinion of the study participants, indicate 6 cat- egories (C01, C02, C03, 

C04, C05 and C06) as the most relevant (with a value equal to or greater than the calculated median of 70%) 

to represent leak causes in mobile applica- tions, as shown in Table 9. The two most relevant categories were 

C01 and C02, which indicates that developers should be concerned with releasing resources both in the appli- 

cation’s exception possibilities and within the callback methods (for example, onStop() or viewWillDisappear()) 

of the application lifecycle. 

In relation to the answers to the question "What is your opinion on the categories presented? Are there any other 

categories of causes of leaks?", below is the full literal response of the participants who answered this optional 

question. Some observations can be highlighted, for example, participant P05 confirmed that developers may 

completely fail to release application resources. 

"Well, I agree with C08 (developers completely fail to release the resources acquired after use), that’s true, we 

don’t usually look at these things." P05 

Looking at the response of participant P07, it can be inferred that the Android docu- mentation needs to better 

highlight the need for developers to explicitly release resources so as not to leak resources. 

"I think the Android platform documentation assumes developers that the operating system will take care of the 

leak, and this may lead the developer to think that resource leakage will not be an issue for their applications." 

P07 

Participants P02, P10 and P19 consider the categories presented in this research to be satisfactory. 

"Good." P02 

"No, all of this is represented in the research." P10 

"I think the categories presented summarize the most important ones very well." P19 

Participant P12 considers that some of these categories are not common to occur, as he believes that some are easy 

to be detected. However, based on the response of participants P05 and P07, it is possible to infer that some 

developers are still unaware of the importance of the correct release of application resources and, consequently, 

fail to do so. 

 

"Some of them are not so common, for example, it is easy to capture when the resource is not "closed", even the 

code analyst can check and suggest. The race condition is really common and complicated, it takes time to 

identify and it is not so easy to debug. I think this is the most common in the projects I worked on." P12 

In addition to the categories present in the initial set, a new category proposed by participant P06 was added with 

the name "Leak memory due to poorly constructed third-party APIs". The same argued: "And something that is 

very common is the choice of third-party APIs (Android-Arsenal has thousands) without many criteria ... and 

these have a considerable amount of problems like Memory leak. Incidentally, I dare say that this is the main 

source of memory leaks." Although participant P06 only worked with Windows, this new category also applies 

to Android and iOS. In the Table 10 is shown the final list of categories, including the added category. 
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Table 10. Final list of categories of leak causes 

 
 

Based on the responses obtained from the study, it is possible to state that the relevance ranking helped to establish a 

more comprehensive view of the leak causes in mobile applications. 

5.2 Threats to Validity 

The threats to the validity of the study were organized into 3 categories: construct validity, internal and external. 

Construct validity: the study is characterized by analyzing the relevance of the categories of leak causes in the 

context of mobile applications. The categories were extracted from primary studies, through a systematic mapping 

study, involving experiments with mobile applications. 

Internal validity: it was proposed to select development professionals who work in the development of mobile 

applications and who have experience in resource leaks. Thus, it was assumed that they are representative for the 

study population and that they can give the developers perspective on the categories of leak causes. 

The instrument to be used (online form) went through a review and was submitted to a pilot study that pointed out 

improvements that were implemented. 

External validity: study participants in general can be considered representative for the population of 

development professionals, as the questionnaire data on the participants’ experience was used to filter only 

participants with the profile expected for this study. 

 

5.3 Conclusions from the Study 

The relevance analysis of each of the 10 categories, extracted by means of systematic mapping, by the 

participants of the opinion survey allowed to obtain a base set of 6 categories (Leak in exceptional paths, Leak 

caused by the complexity of the life cycle of application, Leak caused by improper release of resources in loop, 

Leak on irregular paths, Leak caused by improper allocation and deallocation and Leak caused by race condition) 

most relevant to the representation of leaks causes in mobile applications. It was also possible to add a new 

category (Leak memory due to poorly constructed third-party APIs) of leaks causes. This information is 

important for a better understanding of the origins of leaks, which allows us to propose an effective strategy to 

detect the majority of resource leaks. 

 

VI. Conclusions and future work 
In this paper, we explored and synthesized categories of leak causes in mobile applica- tions through a 

systematic mapping study. We characterize the studies we found based on 5 facets: (1) the types of 

contributions; (2) the types of research (proposal, validation, evaluation and report); (3) the types of resource 

leak that the study can identify; (4) the categories of causes of resource leaks; and (5) the input artifacts. These 5 

facets belong to our research question RQ 1: What is the space for research of the technical literature in 

identifying resource leak in mobile applications? 

To collect all relevant studies in our research scope, we searched six digital libraries, namely, Scopus, 

IEEE Xplore, Science Direct, Engineering Village, Web of Science and ACM DL. 1760 papers were found, and 

after the first filter (having read the title, abstract and keywords), 122 papers were left. After that, we performed 

the second filter (reading the entire paper) and as a result there were 57 papers. Through a detailed reading 

of this body of research, we derive a framework of attributes that, consequently, were used to characterize the 

studies in a structured way. The resulting systematic mapping study can be beneficial both for researchers in the 

area of resource leaks and for mobile application developers. We can highlight that the papers work with 14 
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different types of resources, with Energy (50.9%) and WakeLock (36.8%) being the most explored. We also point 

out that 10 categories of leak causes have been identified, which can serve as a guide for developers. 

In order to analyze the relevance of these 10 categories, an opinion survey study was carried out with 

developers, who were found through searches on Linkedin social network as well as in development 

communities on Facebook. The survey was sent to 147 developers, and 22 of them responded. As a result, 6 

most relevant categories were identified, namely, Leak on exceptional paths, Leak caused by complex application 

lifecycle, Leak caused by improper resource liberation in loop, Leak on irregular paths, Leak caused by improper 

allocation and deallocation and Leak caused by race condition. We also note that a new category (Leak memory 

due to poorly constructed third-party APIs) has been identified. 

These results provide a basis to assist researchers in planning future work, identifying areas of research that need 

more attention, as well as helping developers to avoid resource leaks in their applications. 

As future work, it is intended to extend the systematic mapping to include more digital libraries, as well as to 

extend the survey to include a greater number of developers. 
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