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ABSTRACT-Grid-based pathfinding is a fundamental problem in computer science with applications spanning 

from robotics to game development. This research presents a comparative analysis of Dijkstra's and A* 

algorithms in the context of grid-based navigation, incorporating elements such as fuel stations and wormholes. 

The study aims to evaluate the efficiency and effectiveness of these algorithms under various grid 

configurations.We implemented both algorithms in Python and tested them on grids with different arrangements 

of obstacles, fuel stations, and wormholes. The algorithms were evaluated based on metrics such as path length 

and the number of nodes processed. Our findings reveal that while both algorithms perform well in traditional 

grid-based navigation, the inclusion of fuel stations and wormholes introduces complexity that significantly 

impacts their efficiency. Specifically, A* algorithm demonstrated superior performance in scenarios involving 

wormholes, leveraging its heuristic advantage, whereas Dijkstra’s algorithm showed consistent results but with 

increased computational overhead. 
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                                                         I.  INTRODUCTION  

Pathfinding algorithms are critical in various computational contexts, particularly in environments 

requiring efficient navigation through complex grids. Galactic Navigator is a sophisticated puzzle game 

designed to challenge and evaluate pathfinding algorithms by integrating additional dynamic elements such as 

fuel stations and wormholes. This game extends traditional pathfinding problems by incorporating these 

elements, which significantly impact the strategy and efficiency of navigation [1][2][3]. 

The research focuses on two prominent pathfinding algorithms: A* and Dijkstra's. A*, known for its 

heuristic approach, combines the benefits of uniform-cost search with a heuristic to guide its search more 

efficiently [4]. On the other hand, Dijkstra’s algorithm, with its simplicity and effectiveness, is widely used for 

finding the shortest path in weighted graphs [2][5]. This study investigates how these algorithms perform when 

faced with the complexities introduced by fuel stations and wormholes [6][7].  

Fuel stations in the game reduce the traversal cost, while wormholes provide shortcuts, potentially 

altering the optimal path [8]. This added complexity offers a richer environment for comparing the algorithms 

performance. By analyzing the results, we gain insights into how these elements affect the efficiency and 

effectiveness of A* and Dijkstra's algorithms in game settings [9][10]. 

Matplotlib is utilized to visualize the results, providing a clear representation of the algorithm's 

performance across different scenarios [11]. The results highlight the differences in computational effort and 

pathfinding efficiency when dealing with grids that contain or lack these dynamic elements [12][13]. This 

research aims to contribute valuable knowledge to the field of pathfinding algorithms and their application in 

complex game environments [14][15]. 
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                                                                      II.METHODOLOGY 

Phase I: Grid Configuration and Elements 

The pathfinding algorithms were evaluated using grids configured with and without additional dynamic 

elements. These elements include fuel stations and wormholes, which are intended to introduce complexity and 

affect the algorithm's performance. 

● Grids with Elements: These grids include both fuel stations and wormholes. Fuel stations reduce 

traversal cost, while wormholes provide shortcuts across the grid[1][2]. 

● Grids without Elements: These grids contain only obstacles and empty spaces, providing a baseline 

for comparison without additional dynamics [3][4]. 

Phase II: Pathfinding Algorithms 
Two well-established algorithms were implemented and evaluated: 

● A* Algorithm: A* uses a heuristic to guide the search process, combining the cost to reach a node with 

an estimated cost to reach the goal. The heuristic used was the Manhattan distance, calculated the sum 

of the absolute differences between the current node and the goal node coordinates [5][6]. 

● Dijkstra's Algorithm: Dijkstra’s algorithm finds the shortest path from a starting node to all other 

nodes in the graph. It does not use a heuristic but rather explores all possible paths, ensuring the 

shortest path is found based on cumulative costs [7][8]. 

Both algorithms were implemented in Python, utilizing priority queues to manage the nodes to be explored. The 

code for both algorithms is based on common practices and adaptations for handling grid-based pathfinding with 

dynamic elements [9][10]. 

Phase III: Implementation Details 

A* Algorithm: 

● Heuristic Function: The heuristic function employed is the Manhattan distance, which is appropriate 

for grid-based pathfinding where movements are restricted to horizontal and vertical directions [11]. 

● Handling Dynamic Elements: Fuel stations and wormholes were incorporated into the cost 

calculations. For nodes at fuel stations, the traversal cost was set to zero. For wormholes, the cost was 

adjusted based on the possibility of a shortcut [12][13]. 

Dijkstra's Algorithm: 

● Handling Dynamic Elements: Similar to A* fuel stations reduced the traversal cost to zero, and 

wormholes offered potential shortcuts by modifying the effective cost of reaching connected nodes 

[14][15]. 

Phase IV: Grid Generation 

Grids were generated with the following configurations: 

● Grids with Elements: Five distinct grids were designed with both fuel stations and wormholes. 

Examples include configurations where wormholes connect different parts of the grid, and fuel stations 

are placed strategically to affect pathfinding efficiency [1][2][6]. 

● Grids without Elements: Five grids were created without fuel stations or wormholes, featuring only 

obstacles and empty spaces. These grids served as a control to compare the performance of the 

algorithms in a simpler context [3][4][7]. 

Phase V: Evaluation Metrics 

The performance of the algorithms was assessed based on: 

● Distance: The total distance of the path found from the start to the goal. This metric indicates the 

length of the path computed by the algorithm [8][9]. 

● Nodes Computed: The total number of nodes evaluated by the algorithm. This metric provides insight 

into the computational effort required to find the path [10][11]. 
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Phase VI: Results and Analysis 

The results of the pathfinding algorithms were compared to analyze the impact of dynamic elements on their 

performance. The data was plotted to visually compare the efficiency and effectiveness of A* and Dijkstra's 

algorithms, highlighting differences in pathfinding efficiency with and without fuel stations and wormholes 

[6][7][9]. 

By integrating these methodologies, the study provides a comprehensive evaluation of pathfinding algorithms in 

complex grid environments, contributing to the understanding of their performance in real-world applications. 

 

Phase VII: Data Visualization 

Results were visualized using Matplotlib to illustrate the performance of A* and Dijkstra's algorithms across 

different grid configurations. The visualizations include: 

● Distance Comparison: Graphs showing the distance found by A* and Dijkstra's algorithms for grids 

with and without dynamic elements [12][13]. 

● Nodes Computed Comparison: Graphs depicting the number of nodes computed by each algorithm 

for various grid configurations [14][15].  

                                                                       III.   RESULTS AND ANALYSIS 

In this section, we analyze the performance of the A* and Dijkstra’s algorithms in grid-based pathfinding tasks, 

examining the effects of including fuel stations and wormholes. Our results, derived from various grid 

configurations, provide insights into how these elements impact the efficiency of each algorithm. The grids are 

categorized into two main types: those with fuel stations and wormholes, and those without. 

Grid Configurations and Experiment Setup 
The grids used in our experiments are represented as follows: 

● ‘S’: Start 

● ‘D’: Destination 

● ‘F’: Fuel Station (Reduces traversal cost to zero) 

● ‘W’: Wormhole (Provides shortcuts) 

● ‘#’: Obstacle (Impassable) 

● ‘.’: Empty Space (Traversable) 

Grids with Fuel Stations and Wormholes:We analyzed the following grids with fuel stations and wormholes. 

Grid 1:  

[['S', 'W', 'W', '#', 'F'], 

 ['W', 'W', '.', '.', '.'], 

 ['.', '.', '#', 'W', '.'], 

 ['F', '.', '.', '.', '.'], 

 ['.', '#', '.', '.', 'D']] 

Grid 2: 

[['S', '.', '.', 'F', '.'], 

 ['.', '.', '#', '.', '.'], 

 ['.', 'F', '.', '.', '.'], 

 ['.', '.', 'W', '.', '.'], 

 ['.', '.', '.', 'D', '.']] 
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Grid 3:  

[['S', 'W', 'F', '.', 'W'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', 'W', '.', '.'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', '.', '.', 'D']] 

Grid 4:  

[['S', '.', '.', '.', 'F'], 

 ['.', 'W', '.', '.', '.'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', '.', 'W', 'F'], 

 ['.', '.', '.', '.', 'D']] 

Grid 5:  

[['S', '.', 'F', '.', '.'], 

 ['.', '.', '.', 'W', '.'], 

 ['.', 'W', '.', '.', '.'], 

 ['.', 'F', '.', '.', '.'], 

 ['.', '.', '.', '.', 'D']] 

Grids without Fuel Stations and Wormholes:We analyzed the following grids without fuel stations and 

wormholes. 

Grid 1:  

[['S', '#', '.', '.', '.'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '#', '#', '.', '.'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', '.', '#', 'D']] 

Grid 2:  

[['S', '#', '.', '.', '#'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', '.', '.', '.'], 
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 ['.', '.', '#', '.', '.'], 

 ['.', '.', '.', '.', 'D']]              

Grid 3: 

[['S', '.', '#', '.', '.'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '#', '.', '#', '.'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', '.', '.', 'D']] 

Grid 4:  

[['S', '.', '.', '.', '#'], 

 ['.', '#', '.', '.', '.'], 

 ['.', '.', '.', '.', '#'], 

 ['.', '#', '.', '.', '.'], 

 ['.', '.', '#', '.', 'D']] 

 

Grid 5: 

[['S', '.', '.', '.', '.'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', '.', '.', '#'], 

 ['.', '.', '.', '.', '.'], 

 ['.', '.', '#', '.', 'D']] 

Impact of Fuel Stations 

Fuel stations offer a significant advantage by eliminating the movement cost to adjacent nodes. This results in 

reduced total path cost when the algorithm encounters a fuel station. In grids with fuel stations, the algorithms 

tend to find shorter paths compared to those without.  

if neighbor in fuel_stations: 

     new_cost = current_cost  # Fuel station does not add extra cost 

Explanation: When a neighboring cell is a fuel station, the cost of moving to that cell is not increased; it 

remains the same as the current cost. This implies that the fuel station provides no additional cost to the 

pathfinding 
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For example: 

● Grid 1: The presence of fuel stations at (0, 4) and (3, 0) reduced the effective cost of reaching these 

nodes, leading to more efficient paths. By reducing the traversal cost to zero, fuel stations allowed both 

A* and Dijkstra’s algorithms to navigate more efficiently through the grid. A* took greater advantage 

of this reduction, leading to fewer nodes computed compared to Dijkstra’s algorithm. The distance 

computed by both A* and Dijkstra's algorithm was notably lower in this grid compared to scenarios 

without fuel stations. 

Impact of Wormholes 

Wormholes act as shortcuts, potentially reducing the path distance significantly. Wormholes introduced 

shortcuts that can potentially reduce the path length. A* efficiently utilized these shortcuts due to its heuristic 

nature, resulting in fewer nodes being explored. Dijkstra’s algorithm, while still effective, did not benefit as 

much from the wormholes due to its exhaustive search nature.They introduce a dynamic element where the cost 

to travel to the wormhole and its destination can vary, making them powerful tools for optimizing paths. 

      if neighbor in wormholes: 

            new_cost = min(new_cost, current_cost + 1)  # Wormhole provides a potential shorter path 

Explanation: If a neighbor cell is a wormhole, it may provide a shortcut. The algorithm checks if the new cost 

through the wormhole is lower than the current cost and updates the cost accordingly. This allows the algorithm 

to take advantage of potential shortcuts provided by wormholes. 

● Grid 1: The wormholes at (2, 3), which connect to (4, 1), offer a substantial shortcut. This reduced the 

path length and the number of nodes explored. A* and Dijkstra’s algorithms showed a marked decrease 

in both path distance and nodes computed in this grid compared to others. 

In both algorithms, the key idea is that fuel stations do not increase the cost of the path, while wormholes can 

potentially offer a shortcut by reducing the cost. This functionality is integrated into the algorithms by adjusting 

the cost calculations when encountering these special grid elements. The integration of fuel stations and 

wormholes significantly improves pathfinding efficiency. Fuel stations help reduce the effective cost of 

movement, while wormholes provide shortcuts that reduce path lengths. A* algorithm shows better adaptation 

to these elements compared to Dijkstra’s, thanks to its heuristic-based approach. Overall, these findings 

underscore the importance of dynamic elements in enhancing pathfinding algorithms for complex grid-based 

scenarios. 

Results Summary 
I. Grids with Fuel Stations and Wormholes: 

Grid Configuration Algorithm Distance Nodes Configuration   

Grid 1 A* 7 15 

 Dijkstra 7 22 

Grid 2 A* 7 16 

 Dijkstra 7 24 

Grid 3 A* 7 16 

 Dijkstra 7 25 

Grid 4 A* 7 16 
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Table1:Outcomes with Fuel Stations and Wormholes 

Visualization:Comparative Analysis Using Matplotlib 

 

                                                     Figure 1:Visualizing outcomes  

Analysis: 
● Distance: Both A* and Dijkstra's algorithms successfully found paths of equal length in grids with fuel 

stations and wormholes. The distance metric indicates that both algorithms can effectively navigate the 

grid to reach the destination. 

● Nodes Computed: A* consistently computed fewer nodes compared to Dijkstra’s algorithm across all 

grids with elements. This reduction in nodes is attributed to the heuristic approach of A*, which allows 

it to prioritize paths more efficiently. In contrast, Dijkstra’s exhaustive approach explores more nodes 

to guarantee finding the shortest path, resulting in higher computational overhead. 

II. Grids without Fuel Stations and Wormholes: 

 

 

 

   

 

 

 

 

 

 

 Table 2:Outcomes without Fuel Stations and Wormholes 

  Visualization:Comparative Analysis Using Matplotlib 

 Dijkstra 7 25 

Grid 5 A* 7 16 

 Dijkstra 7 25 

Grid Configuration Algorithm Distance  Nodes Computed 

Grid 1 A* 8 18 

 Dijkstra 8 21 

Grid 2 A* 8 20 

 Dijkstra 8 22 

Grid 3 A* 8 20 

 Dijkstra 8 22 

Grid 4 A* 8 20 

 Dijkstra 8 20 

Grid 5 A* 8 23 

 Dijkstra 8 23 
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                                   Figure 2:Visualizing outcomes 

  Analysis: 
● Distance: The distance results were consistent for both algorithms in grids without additional elements, 

confirming that both algorithms were able to find the optimal path in a similar manner. The length of 

the paths found was uniformly 8 across different grids. 

● Nodes Computed:A* continued to compute fewer nodes than Dijkstra’s algorithm in all cases. This 

demonstrates that even in simpler scenarios, the heuristic-driven approach of A* reduces the number of 

nodes evaluated compared to Dijkstra’s more exhaustive approach. 

Our analysis demonstrates that the A* algorithm is more efficient than Dijkstra’s in grid-based pathfinding 

tasks, particularly in environments with fuel stations and wormholes. The presence of these elements positively 

impacts pathfinding efficiency by reducing traversal costs and providing shortcuts. These findings highlight the 

advantages of heuristic-based algorithms in complex navigation scenarios and provide a clear understanding of 

how dynamic elements affect pathfinding performance. 

                                                         IV. CONCLUSION AND FUTURE WORK 

Conclusion:This study provides a comprehensive comparison of A* and Dijkstra’s algorithms in grid-based 

pathfinding, specifically evaluating their performance with and without the inclusion of fuel stations and 

wormholes. The findings indicate the following key conclusions: 

Algorithm Performance: 

● A* Algorithm: Demonstrated superior performance in terms of both distance and nodes computed 

when fuel stations and wormholes were present. The heuristic nature of A* allows it to leverage these 

elements effectively, resulting in shorter paths and reduced computational effort. The presence of fuel 

stations and wormholes enhanced the efficiency of A*, allowing it to find optimal or near-optimal paths 

more quickly. 

● Dijkstra's Algorithm: Although generally less efficient compared to A*, Dijkstra’s algorithm still 

benefited from fuel stations and wormholes. The reduction in path cost due to fuel stations and the 

availability of shortcuts through wormholes improved its performance, but the improvements were not 

as pronounced as with A*. Without these elements, Dijkstra’s algorithm struggled with longer paths 

and higher node computation. 

Impact of Elements: 

● Fuel Stations: These elements significantly reduce the effective path cost, allowing both algorithms to 

find shorter paths more efficiently. For A*, the reduction in path cost resulted in fewer nodes being 

computed, while Dijkstra’s showed a noticeable decrease in distance and node computation as well. 

● Wormholes: Provided crucial shortcuts in the grid, substantially reducing the path distance. For A* 

wormholes enhanced its ability to find optimal paths quickly, while for Dijkstra’s, the benefit was 

evident in reduced node computation and overall distance. 
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Visualization Insights: 

● The Matplotlib visualizations underscored the comparative advantages of A* over Dijkstra’s in the 

presence of fuel stations and wormholes. The distance plots and node computation charts clearly 

illustrated how these elements impact the efficiency and performance of the algorithms. 

  Future Work:The study opens several avenues for future research and development: 

1. Algorithm Refinements: 

○ Enhanced Heuristics: Future work could explore alternative heuristics for the A* algorithm 

to improve its performance further. Investigating domain-specific heuristics that are tailored to 

particular types of grids or pathfinding scenarios could yield even better results. 

○ Hybrid Approaches: Combining A* with other search techniques or optimization strategies 

may offer new ways to balance exploration and exploitation, potentially leading to improved 

pathfinding efficiency. 

2. Incorporation of Additional Elements: 

○ Dynamic Obstacles: Introducing dynamic obstacles that change over time could provide a 

more realistic and challenging pathfinding scenario. Studying how algorithms handle such 

dynamic changes would be valuable. 

○ Variable Costs: Implementing grids with variable movement costs (e.g., terrain with different 

traversal difficulties) could provide insights into how algorithms adapt to more complex 

environments. 

3. Scalability and Performance: 

○ Large-Scale Grids: Testing the algorithms on larger grids and more complex scenarios could 

help assess their scalability and performance in real-world applications, such as autonomous 

vehicle navigation or large-scale game environments. 

○ Real-Time Performance: Investigating the real-time performance of the algorithms in 

interactive applications and games could reveal practical challenges and opportunities for 

optimization. 

4. Game Development and Application: 

○ Enhanced Game Mechanics: The insights gained from this research could be applied to 

improve pathfinding strategies in games. Implementing dynamic elements like fuel stations 

and wormholes in game environments could lead to more engaging and challenging gameplay. 

○ User Experience: Further research could focus on how these algorithms impact user 

experience in games, particularly in terms of challenge, fairness, and enjoyment. 

By addressing these areas, future work can build upon the findings of this study to advance both theoretical and 

practical aspects of pathfinding algorithms and their applications in game development and beyond. 
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