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ABSTRACT

This article provides an overview of the main methods for cleaning and preprocessing data in Big Data
warehouses. It addresses issues such as removing duplicates and inconsistencies, handling missing or
incomplete data, and normalizing and standardizing data. It demonstrates the use of rule-based, statistical,
machine learning, and hybrid methods for cleaning and preprocessing data. Algorithms for finding functional
dependencies between data in data warehouses, including those based on attribute lattice analysis, those based
on table row analysis, and hybrid algorithms, are discussed.
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I. INTRODUCTION

Modern Big Data systems can have the architecture of a Relational Data Warehouse, Data Lake,
Modern Data Warehouse, Data Fabric, Data Lakehouse and Data Mesh [1]. In all of the listed architectures,
except for the Lake Data architecture, the tasks of data cleaning and pre-processing are solved at one or more
stages of data processing. Data cleaning includes identifying and correcting errors, inconsistencies, and
inaccuracies in a data set. Data pre-processing is aimed at transforming and organizing data into formats most
suitable for analysis, which simplifies the application of algorithms for analyzing and using data. At this stage,
the problem of identifying and searching for functional dependencies (FD) between data is also solved. The
found FDs are then used to normalize data in data warehouses.

Il. MAINSECTION
2.1. Data cleaning and preprocessing methods

Data cleaning is a fundamental step in preparing raw data for analysis and ensuring its high quality,
consistency and usefulness for subsequent decision-making tasks. It aims to improve the quality of data by
removing errors that may distort the results of the analysis. Key tasks in the data cleaning process are removing
duplicates and inconsistencies, handling missing or incomplete data, normalization and standardization of data.

Duplicates and inconsistencies in data sets can lead to overestimates or inaccurate conclusions. The
cleaning process involves identifying and removing duplicate records and resolving inconsistencies in data
records (such as differences in spelling, capitalization, or abbreviations of words). Ensuring consistency in a
data set is essential for accurate analysis. Missing data is a common problem in large data sets. Effective
handling of missing values is critical to avoiding errors in analysis. There are various methods for managing
missing data, including imputation, deleting records with missing values, although this may result in data loss,
and isolating missing data into a separate category for specialized analysis.

Data normalization and standardization are techniques used to adjust the scales of attribute values so
that they can be compared or processed effectively. This is especially important when working with machine
learning models, where some algorithms may perform better when input features are scaled equally.
Normalization rescales the data to a range (e.g., 0 to 1) to ensure that all features contribute equally to the
model. Standardization transforms the data so that the mean is zero and the standard deviation is 1, which is
important for analysis algorithms that are sensitive to the scale of the input data.

Data preprocessing involves feature selection, feature extraction, scaling, encoding, and binning.
Feature selection involves identifying the most relevant attributes from a dataset, while feature extraction
involves creating new features from existing attributes. These tasks reduce the dimensionality of data, which
improves the performance of data analysis and processing algorithms. Data scaling involves changing the scale
of features to ensure that the range is uniform across attributes. This helps avoid biased results when distance-
based algorithms or gradient-based methods analyze and process data. Data encoding involves converting
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categorical data into numeric formats using methods such as one-hot encoding, label encoding, or binary
encoding, which are required by many data analysis and processing algorithms. Data binning involves
converting continuous feature values into discrete values or categories, which can help smooth out noisy data
and identify patterns.

In modern Big Data systems, rule-based methods, statistical methods, machine learning (ML) methods,
and hybrid methods can be used for data cleaning and preprocessing [2]. Rule-based methods rely on
standardization of data formats, constraint-based checks, and domain-specific business rules. These methods
typically use predefined rules or heuristics to identify and correct errors in data. These methods include
checking whether data complies with a specific format (e.g., a date in the DD.MM.YYYY format), checking
whether numeric data complies with a specified range (e.g., age from 0 to 120), checking the consistency
between related features (e.g., matching country codes with the names of the corresponding countries).

Statistical data cleaning and preprocessing methods are based on statistical data analysis metrics and
are primarily used to estimate missing data values, find outliers in data, normalize and standardize data, and
scale data. For example, missing feature values can be replaced by mean or median values, outliers in the data
can be found based on the mean and standard deviation using the three sigma rule or the Z-score method. If
feature values do not follow a normal distribution, outliers can be found using the interquartile range method

[3].

Machine learning methods for solving data cleaning and preprocessing problems have several
advantages over traditional methods. Machine learning algorithms are capable of automatically processing huge
amounts of data without the need for manual intervention, making them well suited for Big Data systems. The
tasks of detecting outliers, anomalies, or duplicates can be automated using machine learning models. This
reduces the need for human intervention and speeds up the cleaning process. Machine learning models can adapt
to a wide range of data types and handle complex relationships and patterns between data that are difficult to
capture using rule-based or statistical methods. Machine learning models can identify both subtle and complex
errors or inconsistencies in data that traditional methods may miss, such as noise in sensor data or
misclassification of categorical data.

Machine learning models can be trained to detect outliers or anomalies in large data sets. These models
improve over time as they learn from new data. ML algorithms are able to predict and fill in missing values
based on patterns in data, unlike traditional methods that often rely on simple techniques like calculating the
average. ML models can learn to identify and remove duplicate records by recognizing patterns and similarities,
even if they are not exact matches.

Machine learning algorithms have advanced capabilities for detecting complex patterns and errors in
data. Unsupervised learning methods such as k-means clustering or DBSCAN can detect anomalies by grouping
similar data points and identifying outliers as data points that do not fit into any cluster. Supervised learning
methods such as decision trees, random forests, or support vector machines can be trained to classify data as
valid or invalid based on labeled training data sets. Neural networks, especially autoencoders, can be used to
detect anomalies by learning normal patterns in data and identifying outliers. Reinforcement learning can
optimize the sequence of actions performed during the data cleaning process, such as which data points to
inspect first or which methods to use for cleaning. Over time, reinforcement learning models improve their data
cleaning workflows by learning the consequences of their actions, resulting in improved performance and a
reduced need for manual corrections.

Many ML models, especially deep learning models, operate as black boxes, making it difficult to
understand how they make decisions. This lack of transparency creates a problem when cleaning data, as it may
not always be clear why a particular decision was made (for example, why certain data values were removed or
changed). The inability to interpret the decisions made by an ML model can lead to problems when validating
cleaned data, making it difficult to explain the process to stakeholders or ensure that the data meets regulatory or
ethical standards. Methods such as SHAP (Shapley Additive Explanations) or LIME (Local Interpretable
Model-Agnostic Explanations) can provide insight into how models make predictions. Additionally, simpler
models such as decision trees or rule-based algorithms may be preferable in scenarios where interpretability is
critical.

While ML can automate many aspects of data cleaning, human intervention and review are often still
necessary to ensure the quality and correctness of the cleaned data. Automated systems can make mistakes,
especially when the data is noisy, sparse, or contains ambiguities that ML models cannot resolve on their own.
A hybrid approach that combines ML automation with occasional human review is often the best solution. For
example, an ML model can be used to identify potential issues that can then be reviewed by a data expert. This
balance helps ensure that automation is effective, while human review provides oversight and resolves
ambiguities.

Future research in the area of using ML methods for data cleaning and preprocessing in Big Data
systems should focus on developing deep learning methods, developing automated end-to-end ML pipelines,
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and leveraging cloud-based data quality solutions. Deep learning as a form of ML is increasingly being used to
solve complex data cleaning problems. With the growth of unstructured data such as images, text, and videos,
deep learning models (e.g., convolutional neural networks for images, recurrent neural networks for sequences)
show significant promise in identifying patterns and anomalies that traditional ML models may struggle to
capture. Automated end-to-end data pipelines optimize the entire data lifecycle, from collection and cleaning to
transformation and analysis, without the need for manual intervention. Cloud platforms increasingly incorporate
ML algorithms to automate and scale data cleaning and preprocessing tasks. These platforms offer scalability,
ease of use, and the ability to handle large volumes of data in distributed systems. Cloud service providers such
as AWS, Google Cloud, and Microsoft Azure are integrating ML-based data cleansing capabilities into their
platforms, offering data quality tools as part of their data management services [4].

2.2. Methods for identifying and searching for functional dependencies between data

LetX [J A be a subset of attributes (features) of the Big Data system, Z € A be some attribute. It is said
that there is a FD X—Z if any combination of attribute values from X always corresponds to a unique value of
attribute Z. Obviously, from Z € X it follows that X—Z. Such a FD, in which the dependent attribute is part of
the left part of the FD, is called trivial. In what follows, we will consider only non-trivial FDs between
attributes. The structure of the FD on the set of attributes satisfies the axioms of W. Armstrong [5]. In the works
on database design in the 80s of the last centuries, the structure of the FD on the set of attributes of the subject
area was specified by postulating a certain set of FDs, which is called the system of generators of the FD
structure. P. Chen proposed to describe the subject area when designing databases in the form of an entity-
relationship diagram (ER diagram) [6]. From the ER diagram, it is possible to extract and include in the system
of forming the FD structure the dependencies of all attributes of entities on primary and potential (alternative)
keys of entities. It is impossible to obtain other non-trivial FDs between attributes from the ER diagram.
A.A. Karpuk and V.M. Ostreiko proposed a method for constructing an extended ER diagram, which differs
from P. Chen's diagram in that the entities of the subject area can have a complex hierarchical structure, and the
diagram provides for the postulation of FDs and non-functional relationships between attributes that exist in
isolation from the context [7]. From the extended ER diagram, it is possible to additionally extract and include
in the system of forming the FD structure the dependencies of non-key attributes of complex objects on
concatenated keys and FDs between attributes that exist in isolation from the context.

Research on finding FD between attributes was resumed at the beginning of the 21st century in
connection with the emergence of the ontological approach to describing the domain and the development of
Big Data systems. A.A. Karpuk developed a method for constructing a system of forming structures of FDs
between attributes of a domain based on the ontology of the domain described in the OWL-2 language [8]. This
method identifies FDs between attributes included in one class, included in a class and its subclass, included in
functional relations between classes, included in the definition of functions specified on the attributes and
classes of the ontology of the subject area.

A number of authors have proposed algorithms for searching for FDs between attributes in Big Data
system tables obtained after cleaning and pre-processing of data. In general, this problem is NP-hard, since for a
table containing m attributes and n rows, the computational complexity of the problem is estimated asO(2™
n?m?) [9]. Existing algorithms for searching for FDs between attributes in tables can be divided into 3 classes:
algorithms based on the analysis of the attribute lattice, algorithms based on the analysis of table rows, and
hybrid algorithms.

An attribute lattice for a table containing m attributes is a directed graph consisting of m + 1 levels. At
level 0, there is a single vertex of the graph, representing the empty set of attributes. At level 1, there are m
vertices, each representing 1 attribute of the table. At level 2, there are m(m-1)/2 vertices, each representing a
combination of two attributes of the table. In general, at level I <k <m, there are m!/k!(m-k)! vertices, each
representing a combination of k attributes of the table. At level m, there is a single vertex representing the entire
set of attributes of the table. In an attribute lattice, there exists a directed edge between vertices of adjacent
levels, from a lower level to a higher level, if all attributes of a vertex from a lower level are included in the
attributes of a vertex from a higher level. Each edge of the attribute lattice corresponds to a possible FD, the left
part of which contains the attributes of a lower-level vertex, and the right part contains the attribute obtained by
removing all attributes of a lower-level vertex from the attributes of a higher-level vertex. The left part of Figure
1 shows the attribute lattice for a table of four columns A, B, C, D. The vertices A from level 1 and AB from
level 2 correspond to the possible FD A— B, the vertices CD from level 2 and BCD from level 3 correspond to
the possible FD CD—B.

The idea of algorithms for searching for FDs between attributes in tables based on the analysis of the
attribute lattice is to identify a possible FD, check the possible FD and classify it as is-FD or not-FD, and reduce
the search area based on the obtained classification by removing some possible FDs or removing some lattice
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vertices. If X and Y are 2 non-intersecting subsets of attributes, A and B are 2 attributes that do not belong to X
and Y, then by virtue of W. Armstrong's axioms the following rules are true.

A

) Mﬁ

L2 LB LC LD BC ED CD

L3 ZBC ABD ACD BCD
LN

L4 LBCD ZBCD

Figure 1: Lattice of attribute for a four-column table

1) If a possible FD X —A4 is classified as is-FD, then all FDs XY — A will also be classified as is-FD,
and there is no need to check them, and the corresponding edges should be removed from the attribute lattice.

2) If a possible FD X — A is classified as is-FD, then instead of checking a possible FD XAY — B, a
possible FD XY — B should be checked, and the corresponding edges should be removed from the attribute
lattice.

3) If X is the key of the table under consideration, i.e. for any attribute Z not belonging to X, a possible
FD X — A is classified as is-FD, then all vertices containing all attributes from X should be removed from the
attribute lattice.

For example, let's assume that in the attribute lattice shown in Figure 1, the possible FD A —C is
classified as is-FD (the corresponding edge is highlighted in the right part of Figure 1). Then, according to rule
1, the edges between the vertices AB and ABC, AD and ACD, ABD and ABCD (these are the FDs AB — C,
AD — C, ABD — C, respectively) should be removed from the lattice. According to rule 2, the edges between
the vertices AC and ABC, AC and ACD, ABC and ABCD, ACD and ABCD (these are the FDs AC — B, AC — D,
ABC — D, ACD — B, respectively) should be removed from the lattice.

Using the above rules for reducing the search area in the attribute lattice, the algorithm for searching for
FDs between attributes in the tables of Big Data systems, called the TANE algorithm [10], operates. In this
algorithm, the lattice traversal is combined with its construction, starting from level 1, first to the right, and then
down. By cutting off the edges of the lattice according to rules 1 and 2, the algorithm finds minimal FDs that do
not contain unnecessary attributes in the left part. To classify possible FDs, the TANE algorithm divides the set
of table rows into equivalence classes with matching attribute values of the left part of the possible FDs under
consideration, and then checks the attribute values of the right parts of the possible FDs. The FUN algorithm
proposed in [11] differs from the TANE algorithm in that it uses a stricter rule than rule 2 to cut off the edges of
the lattice, thereby reducing the amount of computation.

In [12], an algorithm for finding FDs between attributes in Big Data system tables based on the analysis
of the attribute lattice is proposed, called the FD_Mine algorithm. This algorithm also traverses the attribute
lattice, starting from level 1, first to the right, and then downwards. To classify possible FDs the FD_Mine
algorithm uses the same method as the TANE algorithm. Unlike the TANE and FUN algorithms, the FD_Mine
algorithm uses an additional rule for cutting off the vertices and edges of the lattice, based on the equivalence
classes of attribute subsets. Two sets of attributes are considered equivalent if they are functionally dependent
on each other. After checking each level in the attribute lattice, the FD_Mine algorithm scans this level and the
detected FDs for equivalence. The equivalence is checked by constructing the closure of each of the attribute
subsets relative to the detected FDs. If equivalent subsets of attributes are found, the algorithm leaves the
attributes of one of the equivalent subsets in the lattice, removing from the lattice the vertices containing the
remaining equivalent subsets and the edges corresponding to them.

In [13], an algorithm for searching for FDs between attributes in Big Data system tables based on the
analysis of the attribute lattice, called the DFD algorithm, is proposed. At the first step of the algorithm, each
attribute is checked to see if it is a table key. If the attribute is a key, then the FDs are recorded, the left part of
which consists of this attribute, and the right parts contain all the other attributes of the table, and this attribute is
excluded from the lattice. Each remaining attribute is considered as a possible right part of some FDs. For each
possible right part of the FD, the algorithm forms a set of sources for the left part of the FD and traverses the
sources, choosing the next source according to certain rules, which in some situations provide for a random

4



Cleaning and Preprocessing of Data in Data Warehouses

choice. The algorithm classifies each source (lattice vertex) and the corresponding edge as a dependence, a
minimum dependence, a candidate for a minimum dependence, a non-dependence, a maximum non-
dependence, or a candidate for a maximum non-dependence.

Dependency and non-dependency represent the vertices of the left side of the FD that are neither
minimal nor maximal, respectively. A minimal dependence or/and maximal non-dependency candidate is a
combination of columns that can still be the left side of a minimal FD or maximal non-FD. In case the current
combination of columns has already been visited at an earlier stage of the process, the DFD algorithm checks
again only those combinations of columns that are classified as minimal dependence or maximal non-
dependency candidates. In doing so, the algorithm checks whether the classification of the candidate can be
changed or not. It may happen that after revisiting a minimal dependence candidate, all subsets of this vertex
have been classified as non-dependency, making the candidate a minimal dependence. That is why the DFD
algorithm stores the visited candidate vertices in a trace stack. The trace stack allows the algorithm to backtrack
through the lattice, revisiting vertices that can eventually be classified at a later stage. In case the node has not
been visited yet, the DFD algorithm checks whether the node is a superset or subset of a previously detected
dependency or non-dependency and updates its classification accordingly. Otherwise, the algorithm determines
what type of candidate the node combination represents. If a FD is detected, the node is classified as a candidate
for minimal dependency, otherwise as a candidate for maximal non-dependency.

The algorithms for searching for FDs between attributes in tables based on the analysis of table rows
include the FDEP [14], Dep-Miner [15], FastFDs [16], and FSC [17] algorithms. In [14], P.A. Flach and
I. Savnik proposed three variants of the FDEP algorithm: a top-down analysis algorithm, a bidirectional analysis
algorithm, and a bottom-up analysis algorithm. In a top-down analysis, the algorithm first determines for each
attribute A the minimal subsets of attributes X for which the FD X — A is satisfied in the first two rows of the
table. Then, the fulfillment of each found FD X — A is checked for the remaining rows of the table. If the FD
X — A is not satisfied for the next row of the table, this FD is removed from the possible FDs under
consideration. As a result, a set of minimal FDs is obtained for each attribute that are satisfied for all rows of the
table.

In bidirectional analysis, all pairs of table rows are analyzed first. For each pair of rows, for each
attribute A, the algorithm determines the maximum subsets of attributes Y for which the FD Y — A is not
satisfied, i.e., it finds the maximum no-FDs. Based on the found maximum no-FDs, an irredundant negative
coverage of the FD is constructed. The second step of the bidirectional analysis algorithm is similar to the top-
down analysis algorithm, and differs from it in that the fulfillment of each FD X — A found for the first two
rows is checked not by the remaining rows of the table, but by the constructed irredundant negative coverage of
the FD. At the first step of the bottom-up analysis algorithm, the maximum no-FDs are also found and the
irredundant negative coverage of the FD is constructed. At the second step of the algorithm, in one iteration,
based on the irredundant negative coverage of the FD, a positive coverage of the FD is constructed, consisting
of minimal FDs. Obviously, with a sufficiently large number of rows in the table, the performance of the
bottom-up analysis algorithm will be higher than that of the bidirectional analysis algorithm.

In [15], S. Lopes et al. proposed the Dep-Miner algorithm, which derives all minimal FDs from sets of
attributes that have the same values in certain rows of a table. These sets of attributes are called matched sets,
and the sets of the remaining attributes are called complementary sets. The Dep-Miner algorithm consists of five
stages. In stage 1, the algorithm computes a truncated partition of the table for each attribute in which each
equivalence class of the attribute contains more than one row of the table. From the truncated partition of the
table, a set of maximal equivalence classes for the table is constructed, which consists of those equivalence
classes for all attributes that are not subsets of other equivalence classes. In stage 2 of the algorithm, the set of
maximal equivalence classes for the table is used to construct matched sets of table attributes. A matched set of
table attributes consists of one or more attributes that have the same values in two or more rows of the table. In
step 3, the matched attribute sets of the table are transformed into maximal sets, i.e., sets of attributes that do not
have a superset with the same values in two rows of the table. In step 4, the algorithm inverts the maximal
matched attribute sets into complementary sets. In step 5, the algorithm computes all minimal FDs between
attributes from the complementary attribute sets.

In [16], C. Wyss et al. proposed the FastFDs algorithm as an improvement of the Dep-Miner algorithm.
The FastFDs algorithm also relies on the use of consistent attribute sets to infer the FDs between attributes.
After computing the consistent attribute sets, the FastFDs algorithm follows a different strategy to infer the
minimum FDs. Since maximizing the consistent attribute sets in step 3 of the Dep-Miner algorithm is an
expensive operation, the FastFDs algorithm instead computes all additional attribute sets directly from the
consistent sets. In step 4, the algorithm computes all minimum additional attribute sets for each attribute, based
on which the algorithm finds all minimum FDs between attributes in step 5.

One of the latest algorithms for finding FDs between attributes in tables based on table row analysis is
the FSC algorithm proposed by X. Wan et al. in 2024[17]. The two-step execution of the FSC algorithm relies
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on a pre-computed auxiliary structure of comparable row pairs, which reflects the pairs of identifiers for rows
that have at least one attribute with the same value. In Step 1, the FSC algorithm identifies the violated FDs and
introduces selective comparison using the comparable row pairs to significantly reduce the required pairwise
comparison. To handle low-cardinality attributes, a direct value and value combination compression strategy is
developed. In Step 2, the FSC algorithm induces the desired FDs based on the results of Step 1. Extensive
experimental results obtained on synthetic and real datasets show that the FSC algorithm can effectively detect
FDs in Big Data tables.

Algorithms for searching for FDs between attributes in Big Data system tables based on attribute lattice
analysis are critical to the growth of the number of attributes in tables and work well with a small number of
attributes (no more than 20) for a large number of rows (up to hundreds of thousands). Algorithms for searching
for FDs between attributes in tables based on table row analysis are critical to the growth of the number of rows
and work well with a relatively small number of rows (no more than 1000) for a large number of attributes (up
to several hundred). Hybrid algorithms for searching for FDs between attributes in Big Data system tables
attempt to eliminate these shortcomings.

T. Papenbrock and F. Naumann developed a hybrid algorithm, HyFD [18], which combines attribute-
efficient and row-efficient FD finding methods. In the first stage, HyFD extracts a small subset of the rows from
the input and computes the FDs for this non-random sample. Since this stage uses only a subset of the rows, it is
particularly attribute-efficient. The result is a set of FDs that are either valid or nearly valid with respect to the
full input. In the second stage, HyFD checks the discovered FDs against the entire row set and finds those FDs
that fail. This stage is row-efficient because it uses previously discovered FDs to efficiently reduce the search
space. If the check becomes inefficient, the algorithm can return to the first stage and continue with all results
discovered so far. This alternating two-phase detection strategy clearly outperforms all existing algorithms in
terms of run time and scalability, while ensuring the discovery of all minimal FDs.

In [19], Z. Wei and S. Link noted that in the HyFD algorithm, strategy switching occurs when the
current strategy performs incorrectly, but this switching occurs without evidence that the other strategy will
perform well. Moreover, none of the previous algorithms have a mechanism for balancing the efficiency of
execution time and main memory usage. The authors of [19] proposed a new hybrid algorithm DHyFD, in
which the switch from the attribute-based approach to the row-based approach occurs whenever there is a
probability of checking many FDs. This probability is estimated using the proposed measure. Setting lower
thresholds for this measure allows the algorithm to use more main memory resources whenever this can improve
the execution efficiency. Z. Wei and S. Link consider another drawback of the known algorithms for searching
FDs between attributes in tables of Big Data systems to be an excessively large number of obtained FDs and a
large total number of attributes in their left parts. Indeed, none of the known algorithms sets the task of
minimizing the number of obtained FDs and the number of attributes in them. In the DHyFD algorithm, the
method of constructing a canonical covering of the FD structure is used to reduce the number of obtained FDs,
which actually constructs an elementary basis of the FD structure using the algorithm of C. Delobel and
R.G. Casey [20]. In the work [21], A.A. Karpuk showed that, in the general case, this elementary basis of the
FD structure is not minimal in terms of the number of FDs and is not optimal in terms of the total number of
attributes in the FD, and proposed methods for constructing a minimal and optimal elementary basis of the FD
structure.

In conclusion of our review of the main algorithms for finding FDs between attributes in Big Data
system tables, we note the latest work by T. Bleifuss and T. Papenbrock et al. [22], in which they proposed a
new hybrid algorithm FDhits. This algorithm integrates several optimization methods for efficient detection of
FDs, namely a hybrid strategy, searching for unique attribute combinations through Hitting Set Enumeration,
one-pass checking of all right-hand sides of FD candidates, and parallelization of computations. The authors
[22] claim that the FDhits algorithm can find all minimal FDs in a table containing up to 100 attributes and more
than 5 million rows in an acceptable time, for which all other algorithms cannot find a solution at all.

I11. RESULTS

Based on the analysis of the main methods for extracting and algorithms for finding functional
dependencies between attributes in Big Data tables, it can be concluded that research in this area is far from
complete and should be continued. Clearly, there is no point in improving existing algorithms for finding
functional dependencies between attributes in tables based on attribute lattice analysis or table row analysis, as
their scope of application is significantly limited. Efforts should be focused on improving existing and
developing new hybrid algorithms for finding functional dependencies between attributes in Big Data tables.
First and foremost, these algorithms should incorporate methods for minimizing the number of functional
dependencies obtained and the number of attributes within them, as well as more efficient methods for finding
unigue attribute combinations.
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